Image Analysis Explanation
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This document will detail the maths used for the image analysis. This is useful to explain what the code is supposed to be doing when identifying the markers and their orientation. The theory behind identifying the arena boundaries is considerably more simple, and is covered at the end.

# Roomba and pen markers

We use OpenCV’s *findContours* function to find fully-connected, nested lines in the frame. The boxes used in the marker patterns should result in six contours each (three nested boxes, each with an inner and outer contour). Each box will create a hierarchy of at least six contours, so we take all the hierarchies we discover and check them, six at a time, to see if they form a marker pattern.

We identify the corners of each box (the bounds) and the boxes those corners belong to (the outer boxes). We then find the gradient (*m*) and the y-intercept (*c*) for the lines between each point. A special case for these is when the *m = infinity*. This will occur when the two boxes which the line is drawn between are on the exact same x coordinate. The case where *m = 0* will also require special treatment later, when we need to find a perpendicular line for the orientation.

There are six lines in total (top, bottom, left, right and two diagonals). With the line equations, we can check how many times each line crosses a box. Checking whether a line crosses a box is done using the equation *y = mx +* c, where we take the *m* and *c* of the line, and for each box in the pattern we check whether we can get the correct *y* value when we substitute that box’s *x* into the equation. Due to the limitations of floats, we check if the *y* value is correct within a region which extends out from the box’s centre, rather than having to perfectly match the true *y* value. If *m = infinity* then we do some special behaviour, as we cannot perform the maths correctly using *infinity.*

For the Roomba pattern, three of the lines will cross three boxes in total, and three of the lines will cross two boxes in total (see figure x). For the pen pattern, two of the lines will cross three boxes in total, and four of the lines will cross two boxes in total (see figure y). If the number of crossings is different to this, an output of ‘unknown’ is produced.

# Marker orientation

Once a marker has been identified its orientation can be calculated. The orientation is calculated as a value between 0 and 359, where 0 is directly towards the top of the frame. The orientation is effectively calculated in three steps. Firstly, the front edge of the marker is identified – for the Roomba, this is the flat line of three boxes and for the pen this is the flat line of three boxes with a single square on the bottom right.

|  |  |
| --- | --- |
|  |  |

Figure a - The front edge for each marker is identified with a green line.

Once the front edge of the marker has been found, we move onto the second step. A line is drawn between the two outer boxes, and the centre of this line is found. From the centre, we find the perpendicular line. This line runs from the centre of the original line and ends once it hits the edge of the frame.

|  |  |
| --- | --- |
|  |  |

Figure b - The forward facing, perpendicular line for each marker is identified in blue.

We can now move on to the last step, which is applying the sine rule to find the angle. We can construct a right-angled triangle using the perpendicular line from the previous step, and from this we can use two sides and the angle of 90 degrees to find the angle of the marker (see figure c). The sine rule, normally written as when finding an angle, is rewritten in the form and then the *arcsin* function is applied to find the angle.

![](data:image/png;base64,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)

Figure c - The right-angled triangle and the two angles used are shown.

There are four special cases due to lines with *m = Infinity.* If the front edge of the marker is on a line with *m = Infinity* we check whether the back edge is to the left or right of the front edge, and return an angle of 90 degrees of 270 degrees respectively. If the front edge of the marker is on a line with *m = 0* then the perpendicular line will end up having *m = Infinity* and so we check whether the front edge is above or below the back edge, and return an angle of 0 degrees or 180 degrees respectively.

# Boundary Detection

The boundary detection code is the only aspect of the image analysis which was not implemented to be functional in real life, as the decision to focus purely on the simulator was made before the boundary detection was written.

Boundaries are simply pure pink lines (RGB 255, 0, 255) which are detected purely from colour. The shading applied in the simulator means that the actual colour values for pure pink are RGB 155, 0, 155. The shadows in the simulator also reduce the colour values to a minimum of 80, 0, 80. If a line is found within these bounds it is counted as a boundary.

To find a boundary, the pixels coming out from the centre are checked in each cardinal direction (top, left, right, bottom). If a pink pixel is found, that direction is added to an array of boundaries.

Given that the boundaries are likely to be at the edge of the screen, it would usually be more efficient to go from the edge inwards, rather than from the centre out. However, the difference in efficiency is not so large as to be a serious issue, and so for the sake of code simplicity we have left it as going from the centre out.